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Abstract. The amount of information generated by biological research has lead 
to an intensive use of models. Mathematical and computational modeling needs 
accurate description to share, reuse and simulate models as formulated by origi-
nal authors. In this paper, we introduce the Cell Component Ontology - CelO, 
expressed in OWL-DL. This ontology captures both the structure of a cell 
model and the properties of functional components. We use this ontology in a 
Web project – CelOWS - to describe, query and compose CellML models. It 
aims to improve reuse and composition of existent components and allow se-
mantic validation of new models.  
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1   Introduction 

Intense research in biological science has generated great volume of data. Tools, 
methods and techniques improve the understanding of new functions, structures and 
processes related to biophysics and physiology. The increase of the computational 
power and the use of numerical methods stimulate the development and the applica-
tion of more complex models [1]. These models allow the combination of different 
physical experiments and in different scales into a computational simulation, provid-
ing an accurate view of the studied phenomena. 

The computational simulation of a model involves two important aspects. The first 
one is the model representation. Although diagrams, literal description and equations 
can be used to publish the models, typographical errors, as well as the necessary con-
ditions to the simulation may generate fatal errors. The second aspect is concerned to 
the implementation phase. The necessity to apply advanced numerical methods cre-
ates a barrier for the effective use and study of the model. 

These questions have stimulated the development of CellML [2], a markup lan-
guage for representing biological models. Based on XML (eXtensible Markup Lan-
guage), CellML specifies elements that can be used to represent a model in a formal 
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way, without ambiguities, legible for humans and computer-readable. The mathemati-
cal equations are represented in MathML, which makes it independent of a specific 
implementation language. CellML can be used to represent, store and share models. 
However, the CellML approach does not provide mechanisms to make component 
reuse an easy going step. 

This research is aimed at using and discussing ontologies and semantic rules for crea-
tion, validation, storage and sharing of biological models, through the service oriented 
architecture - CelOWS. It allows the storage, research, reuse, composition and execution 
of described models using the CelO (Cell Component Ontology) ontology. The main goal 
of the CelOWS is the composition of a new model from the reuse of different models from 
a specific repository. The CelO ontology, described in OWL-DL [3], aims to add seman-
tics to the models. It allows the representation of the intrinsic knowledge, to improve its 
validation, reuse components from other models, automate some composition processes 
and develop model repositories where queries are semantically carried out. 

The remainder of the paper is organized as follows. The next section discusses the 
background of the work. Section 3 presents the proposed CelO ontology and its main 
elements. Section 4 describes the CelOWS architecture, use cases, validation process 
and examples of application. Related works are presented in Section 5, while Section 
6 concludes the paper. 

2   Related Concepts 

In this research context, biological models are related to mathematical and 
computational representation of some biological properties. In the field of physiology 
and electrophysiology the functional elements of the system are generally represented 
by an abstraction named “component”. Each component is a mathematical model that 
aims to represent the behavior of the biological element. The interaction between the 
biological elements is represented by the association of different components. 

The electrophysiology models currently span from simple models of the electric 
activation based on polynomials to three-dimensional complex models [4]. The cell 
components models can be represented through diagrams and have a series of 
associated equations. Diagrams and text descriptions, however, can have 
typographical errors or incorrect initial or contour conditions to the simulation. These 
concerns were recently addressed via the development of the CellML language for 
representing biological models.   

CellML establishes a standard format for defining and sharing biological models. 
The models are then represented as an interconnected network of components. Each 
component represents a biological element of interest as, for example, the cell mem-
brane or an ionic channel. From the viewpoint of computational representation, a 
component is a unit that can interact, add or encapsulate other components. 

A model receives a name and an unique identification (cmeta: id) used to identify the 
model URI. The mathematical equations are expressed in MathML and they describe the 
behavior of each component in the model. A variable is a nominated entity associated to 
a component, representing amounts used in the equations. An initial value and some 
attributes (units, public and private interfaces, etc.) can be associated to a variable. Con-
nections between components are represented through the variables mapping. 
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3   Cell Component Ontology - CelO 

Ontology can be described as a formal and explicit specification of a shared concep-
tualization [6] [7]. The ontology construction implies in acquiring the domain knowl-
edge and collecting the appropriate information that formally defines the domain 
terms. The CelO ontology can be extended for the Biology area, but by now it focus 
on the sub-domain of cardiac electrophysiology. This restriction aims to diminish the 
complexity level and allow a gradual evaluation of the ontology, in terms of its com-
pleteness and functionality. 

The specific goal of the CelO ontology is to describe the semantic of biological 
models. The use of the semantic to express the intrinsic model knowledge aims to 
improve its validation, reuse other models components, automate the processes of 
models composition and construct Web repositories with semantic queries. The struc-
ture of the ontology aims its integration with simulations of CellML models, using 
tools as AGOS [8] and PCEnv [9]. 

For the development of the CelO ontology the Methontolgy methodology was 
adopted, which includes four phases [10]: specification, conceptualization, formaliza-
tion and implementation. In the specification activity a document was defined with 
the ontology goals and main terms. During the conceptualization phase a set of repre-
sentations organized the domain knowledge: terms glossary, concepts classification 
tree, diagrams of binary relationship and concepts dictionary. The activities of formal-
ization and implementation phases were developed and the ontology built using the 
Protegé tool. The maintenance and evolution will occur whenever modifications in 
the ontology structure are necessary (Fig. 1) 

The CelO ontology has three general classes in its top level and its structure pro-
vides three essential types of knowledge: SIEntity (quantities and units associated to 
variables of the model), DomainEntity (Concepts of the Biological domain) and      
ModelEntity ( Model components and interfaces). 

 

Fig. 1. Intermediate representation for the CelO ontology: (a) part of a classification concepts 
tree; (b) diagram of binary relationship of some concepts 
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In this paper we present only the ModelEntity subclasses. The complete CelO on-
tology and the performed tests are available in http://celo.mmc.ufjf.br. 

The ModelEntity class and its subclasses (Fig. 2) define the used concepts in the 
biological model representation. The goal is to have a high level description, making 
reference to the CellML models for the simulation activity. 

A challenging issue in the CelOWS architecture is to treat a model as a web service 
that has interfaces and can “be executed” (through simulation). The ModelService 
class provides a way of organizing the model vision as a service. Its structure is simi-
lar to OWL-S ontology [11], for semantic description of web service. An instance of 
the ModelService exists for each model and is associated to an instance of ModelPro-
file, ModelGrounding and ModelProcess. 

ModelProfile gives information about the model: components association with 
some specific compartment of the cell and the biological entities associated to the 
model. ModelGrounding specifies the associated models, in case of a simulation. The 
CellMLModel class stores the URI of the associated CellML model. ModelProcess 
indicates how the model can be used, which are the input parameters (ModelParame-
terIn) and output ones (ModelParameterOut) that are associated to the interface 
model (ModelInterface). These parameters are directly associated to the model vari-
ables and can be used in the simulation or composition processes. ModelType is a 
generic class, used to characterize the biological problem of the model and its mathe-
matical modeling. 

ModelObject groups objects that compose a model and that are directly related to 
the underlying model. Equation names equations that implement the math model, 
expressed in MathML. Variable represents model variables. ModelVariable de-
scribes the variables roll in model equations and ComponentVariable is related to 
the variable of each model component. These variables can be used in the interface 
of the component (InterfaceVariable) or be local (LocalVariable). DomainVariable 
associates model variables with concepts of the DomainEntity class. Model repre-
sents the model itself, it can be atomic (only one component) or composed (two or 
more components). Component represents model components, that can be described 
in the proper model (InternalComponent) or can make reference to external ones 
(ExternalComponent). A model can be composed simultaneously by internal and 
external models. 

The semantic rules are used to infer knowledge that is implicit in existing 
CellML models. The association between component variables and ontology indi-
viduals are defined and extracted from details in the CellML model.  For example, 
the information may be extracted from the name of a variable and from prede-
fined knowledge. For instance,  we may have a rule that forbids the association of  
variables without dimension to chemical elements. Actually the rules can be also 
used to validate semantically the model in terms of consistency and completeness. 
A validation example is if the components group follows the anatomical hierar-
chy. Some rules of the CelO ontology, written in SWRL, are presented in Fig. 3: 
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Fig. 2. Parcial representation of the CelO ontology in Protegé 

 

Fig. 3. Examples of the CelO ontology rules 

 

Fig. 4. Partial view of CelOWS framework architecture 
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There are different languages to represent the ontologies. Our research uses OWL , 
which is recommended by the W3C as the standard language used for web semantics 
projects. For inferences on individuals of the ontology the SWRL (Semantic Web 
Rule Language) was used [12]. SWRL makes possible the enrichment of the ontology 
with information not directly processed by the inference engine. This language was 
select because it is based on OWL. 

4   CelOWS: An Architecture for e-Science Applications 

The CelO ontology is the base for querying and composition of biological models in a 
service oriented architecture named CelOWS. This architecture uses the concepts of 
ontology repository and semantic web services. CelOWS aims to provide an infra-
structure to register, research, recovery, compose and execute (simulate) biological 
models using ontologies.  The combination of semantic description of components, in 
a standard format that allows their composition with other components, to models that 
can be simulated by existing tools, brings a great flexibility for the modeling proc-
esses in e-science projects. 

CelOWS is implemented as a web service. This allows the repositories distribution 
and facilitates its use in scientific workflows and grid environments. Each model is 
also encapsulated in a web service, so it is able to be executed remotely (independ-
ently or composed with other components) or it can simply inform its localization 
where the local execution code can be found. 

A general vision of the CelOWS architecture is presented in Fig. 4. The CelO URI 
represents the ontology model. The architecture considers three different tiers: 
• CelOWS: Implemented as a web service, can be installed in different sites, allow-

ing the distribution of the repositories, and is interface independent, as it facilitates 
the integration with existing tools. 

• Backend: it is the services tier, used by the CelOWS to access the database (Ce-
lOWS-DB) and the execution tools to simulate CellML models. 

• Client: implements the user interface and it can be developed in any language with 
access to web services. 

The architecture offers four services for its users:  a) Registry: From the URI given 
by the user, the model is then stored in a database.; b) Compose: The user gives XML 
files with the specification of the models that must be composed and the composition 
architecture (how the components will be connected among themselves). A new 
model is generated and stored in the database; c) Query: The user makes a SPARQL 
query [13] and receives, as a result, the models, components or variable that attends it; 
d) Execute: The user gives the URI model and the parameters to be used (from a pre-
vious query). From the given URI of the CellML model and a simulation tool is lo-
cated, the computing is then executed and the results returned. 

The CelOWS services are distributed in four layers: a) Client Manager: Responsi-
ble for all users interaction, implementing the Facade project pattern. Its purpose is to 
supply only one input/output point in the system, so customers do not have access to 
the internal structure of the CelOWS. b) Storage Manager: Responsible for the stor-
age/recovery processes of the ontology in the database, and queries carried out by the  
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user, encapsulating the access to the data base. c) Ontology Manager: Responsible for 
the inference on the models, as well as for providing an API (Application Program 
Interface) to access CelO ontology. d) Execution Manager: Responsible for the exe-
cution of the CellML model associated with the CelO model. The access to the simu-
lation tools must be encapsulated, enabling the architecture to be independent of a 
specific tool. 

The use of the complete CelOWS infrastructure depends on the development of 
end users applications, using graphical interfaces and encapsulating its services. 
 
Prototype validation: To test and validate CelOWS functionalities a prototype was 
built, with the following services: register, query and models composition.  

Eight CellML models were used for testing the Models Composition service.  For 
example, the model “A Modification of the Hodgkin-Huxley Equations Applicable to 
Purkinje Fibre Action and Pace-Maker Potentials” is represented in Fig. 5 through a 
UML Components Diagram. The diagram presents the components and its connec-
tions through the interface parameters 

 

Fig. 5. Model used for testing the prototype 

As it can be seen in the diagram, the model is composed of eight components: en-
vironment, membrane, potassium_channel_n_gate, potassium_channel, so-
dium_channel, leak_current, sodium_channel_m_gate, sodium_channel_h_gate. Dur-
ing the tests, the model was divided, creating eight CellML files (atomic models) and 
enabling eight CelO models. The original files, the membrane atomic model and the 
CelO model of the membrane are available in the site (http://celo.mmc.ufjf.br). 

One of the specific goals of CelOWS is the composition of atomic models. The 
idea is to promote the reuse of existing components, through the composition of sim-
pler models, producing more complex ones. The composition produces a new CellML 
model, through the copy of previously defined components and the automatic connec-
tion of these components. 
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The composition process uses a XML configuration file to indicate which models 
will be composed and the structure of the new model. The connection of the compo-
nents is made through the semantic combination of the parameters of the first compo-
nent with the parameters of the second one. It is established if both parameters  
measure the same quantities, if both are associated to the same chemical element and,  
finally, if both have the same name. A SPARQL query is used to find if the output 
parameters are compatible to the input of the other component. As the composition 
process is made through the copy of the existing models, it can be considered static 
(the modification of a used model in the composition process does not modify the 
composed component). 

In order to validate the CellML model, generated from the composition process, 
the PCEnv program version 0.3, for models simulation, was used. Graph V x Times 
representing the potential action was generated from the original CellML “the 
Modification of the Hodgkin-Huxley Equations Applicable you the Purkinje Fibre 
Action and Pace-Maker Potentials” (Fig. 6) and with the file generated through the 
composition and connection of components (Fig. 7). These graphs (as others gener-
ated during the tests) are identical, proving the validation of the composition proc-
ess. 

 

Fig. 6. Graph V x time generated with original 
CellML model 

 

Fig. 7. Graph V x time generated with 
CellML model from a CelO model 

 
To test and validate the semantic query functionalities in CelO models, some 

SPARQL queries (Fig. 8) were defined to locate variables or components that could 
be used in the composition process of a new model. 

Implementation details: All the CelO ontology manipulation, as well as the de-
scribed models in OWL, are in Protégé-OWL 3,4 (Editor and API) [14]. For inference 
the Pellet Reasoner [15] and the Jess Rule Engine [16] were adopted. For the devel-
opment of the CelOWS we used the Eclipse, Java and PHP5 languages. For the ontol-
ogy storage in a relational database and the SPARQL queries, the SOR (Scalable 
Ontology Repository) [17] was used. 
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Fig. 8. SPARQL queries in ontological repository 

5   Related Work 

MONET Project [18] investigates the area of mathematical web services, with im-
plementation of a broker, definition of the description services language MSDL 
(Mathematical Service Description Language), many domain ontologies and the com-
ponent InstanceStore [19]. The CelOWS architecture is similar to the Monet architec-
ture even though Monet does not use semantic web services. Project GENSS (Grid-
Enabled Numerical and Symbolic Services) [20] is an extension of Monet project. It 
deals with the combination of grid computing and mathematician web services using 
an open framework based in software agents. One of CelOWS implementation goal as 
a web service is to allow its use in workflow environments for services composition 
and its use in grid computing. In this way some of the GENSS project proposals could 
be applied to our research. An association of ontologies and web services to support 
the biological systems modelling is described in [21]. An ontology to represent the 
models in OWL is presented. OWL-S is used to specify the parameterization and 
semi-automatic composition of web services of the model execution. CelOWS archi-
tecture has similar goals, using, however, a more open domain ontology, the biologi-
cal one. However, OWL is not used to represent the complete model, but to describe 
semantics of biological models in CellML 

6   Concluding Remarks 

The increasing volume and distribution of data and processes in Bioinformatics speed 
up the discovery of new biological information. To manage these data and processes 
in an automatic and scalable form, the use of scientific workflows is now essential. 
On the other hand, the biological models have different possible representations, such 
as conceptual, mathematical and computational. Although it is desirable the  
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association of the workflows and modeling areas, the literature does not present spe-
cific proposals in this direction. We believe that this happens because generally the 
models are considered only in their “representation” aspect, while workflows deal 
with software components that can be “executed”.  Our research considers the ap-
proach of these areas using innovative technologies, based on well established stan-
dards. In the aspect of “representation” Cell Component Ontology - CelO is pre-
sented, to describe the semantics to the biological models. In the aspect of “process”, 
the CelOWS architecture was developed to storage, query, reuse, compose and exe-
cute these models. CelOWS follows the service oriented architecture, being itself 
implemented as a web service. Some questions as scalability and performance have 
not been treated yet. Future work will focus on these questions, as well as the integra-
tion with other ontologies of the biological domain. 
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