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Abstract: Generally, software developers make errors during the distributed software development
process; therefore, software testing delay is a significant concern. Some of the software mistakes
are minor, but others may be costly or harmful. Since things can still go wrong—individuals
encounter mistakes from time to time—there is a need to double-check any software we develop in a
distributed environment. The current global pandemic, COVID-19, has exacerbated and generated
new challenges for IT organizations. Many issues exist for distributed software testing that prevent
the achievement of successful and timely risk reduction when several of the mechanisms on which
testing is based are disrupted. The environment surrounding COVID-19 is quickly evolving on a
daily basis. Moreover, the pandemic has exposed or helped to develop flaws in production systems,
which obstruct software test completion. Although some of these issues were urgent and needed
to be evaluated early during the distributed software development process, this paper attempts to
capture the details that represent the current pandemic reality in the software testing process. We
used a Fuzzy TOPSIS-based multiple-criteria decision-making approach to evaluate the distributed
software testing challenges. The statistical findings show that data insecurity is the biggest challenge
for successful distributed software testing.

Keywords: software testing; test automation; best practices; remote work; software quality assurance

1. Introduction

The execution of functional specifications is taken into consideration when evaluating
software system performance. It must ensure that the program code is compatible with the
software design at both the unit and system levels. Delivering a high-quality consumer
product with special and creative functionality has always been a primary concern for soft-
ware companies around the globe [1,2]. The development team, on the other hand, cannot
assure these factors without testing software applications under a variety of anticipated
and unforeseen conditions. As a result, testing is carried out on all device components,
big and small. Software testing is a technique for determining whether the real software
system satisfies the intended specifications and ensuring that it is defect-free [3,4]. It entails
the use of manual as well as automated methods to test one or more desired properties by
executing software system modules. In comparison to real specifications, software testing
aims to find bugs, holes, and inconsistencies.
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The demand for software testing is wide and increasing [5-11]. It is undergoing
diversification, which includes increased automation, a faster time to value, a change left
and right, API testing, and group layout standardizing. Furthermore, with the increasing
development of mobile and smart devices, multi-form component testing is becoming more
common. The software testing industry is ripe for exploitation, and testers are specifically
interested in new technologies that use machine learning and image processing to enhance
QA processes.

According to a MarketsandMarkets study, the software testing products and services
market produced USD 32 billion in revenue in 2017 and is expected to reach nearly USD
70 billion by 2023, representing a 14 percent CAGR. The software testing sector is responsi-
ble for over 70% of the market, but it is also the slowest rising sub-category, with a CAGR of
just 13%. The test automation software segment claims about 24% of the industry, whereas
the API testing segment is the most minor, with just 1% of the market [12-19]. Figure 1
shows the graphical representation of the software testing market growth report.
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Figure 1. Software testing market growth.

This COVID-19 battle may end up leaving an indelible mark, even establishing and
reinforcing a new standard. These are challenging times, with the healthcare sector leading
the charge while the worldwide economy is in free fall and every business is experiencing
interruption. These are critical times for us to band together in order to combat the disease
outbreak as well as the worldwide emergency brought on by the COVID-19 spread. Several
software firms are testing software applications based on the ‘no-touch’” concept, ensuring
the consistency of zero-touch implementations for several industries, including retail,
supply chain, distribution, and others. The performance of such applications is engineered
to be dependable, stable, and safe [20-29].

The new market research study from Technavio is named Global Software Testing
Services Market 2020-2024. As per this market research report, the global software testing
solutions market is projected to expand by USD 34.49 billion between 2020 and 2024, with a
CAGR of over 12 percent. The study examines the effect of the COVID-19 pandemic on the
Software Testing solution market globally in three different prediction scenarios: optimistic,
probable, and pessimistic [30,31].

The software testing service industry will have a neutral to at par effect during the
projected period due to the widespread nature of the COVID-19 deadly virus, according
to the devalued and upgraded Software Testing Services Market Study. The Information
Technology sector is poised to have both a mixed and clear effect as a result of the virus’s
wide spread across the world. Moreover, as per Technavio’s pandemic-centric study, due to
a rise in the disease and decreased economic activity, consumer demand would expand at
a pace.
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The COVID-19 pandemic profoundly influenced people’s working conditions. Many
diverse sectors started to take hold of less conventional working practices. This is not only
viable but also a more practical solution due to technological advances that allow remote
work and cooperation. Distributed software developments are probably the most powerful
framework for expanding production, productivity, and providing better business, given
that the technology industries are always foremost in the innovation field. This became a
model for software development amid COVID-19, allowing the company to remain and
prosper for everybody throughout a challenging moment.

When software developers work in several places remotely, that is a distributed soft-
ware development model. These teams frequently use technology such as media channels
and project management tools to guarantee that all who are engaged stay in the process.
Sometimes, various teams work on initiatives that make a significant contribution to the
bigger context and not on a single project and several areas. Distributed software devel-
opment can function across geographical boundaries. Testing is critical to understanding
where humans are in terms of public health performance in almost every conversation on
COVID-19 pandemic. Data from the tests are also used in the preparation, control, and
recovery procedures. Of course, the same should be true for software testing. Testing is an
important method for detecting software bugs and defects [11-13]. In the era of distributed
software development, it is important to strike a balance between pace and quality, particu-
larly given the importance of quality in terms of organizational performance. Although it
is obvious why testing is relevant in both contexts, we must recognize the discrepancies in
testing consequences. In all instances, the significance of testing is to promote consistency
as a result, whether it is associated with public health or application performance.

In the context of COVID-19 testing, the result considered as public health quality is
a decrease in the number of illnesses and, more significantly, casualties. Preventing the
disease’s transmission is one way to do this. In the case of software testing, the result
considered as software quality is a reduction in the number of severe bugs that make it
into development, as well as an improvement in the software/reliability services. The
early identification and mitigation of errors are critical in software testing since the cost of
remediation rises when the flaw is discovered later. One can see that early intervention and
control are critical in both scenarios [14]. The significant task in quality management, of
which testing is an important component, is to ensure overall performance. In the light of
this overall perspective, we have to analyse the testing efforts in the current situation [15].

Distributed software testing has also progressed from conventional methods of perfor-
mance testing on applications to the use of cutting-edge Al and machine learning methods
to predict software deficiencies [16,17]. The latter approaches detect potential flaws by
inspecting other kinds of data (e.g., program logs, event logs) rather than performing
individual tests. Likewise, AIOps methods involve Al and ML to optimize not just the
mean time to diagnose, but also to deliver detailed underlying cause analysis knowledge
that aids in the prevention of incidence.

The properties of the DSD (Distributed Software Development), as well as the agile
methodologies for software development, were integrated by Collins et al. [25]. As per
the authors, the prior works did not handle the case of the distribution of testing between
geographically dispersed teams. On the foundation of this study, the authors propose the
creation and testing of the programme when your team members are frequently dispersed
geographically. The outcome of this research is to emphasize the issues facing distributed
tests and to create a framework for distributed testing by agile software development
methods. A dynamic test tool was used by Eassa et al. [26] to discover time problems in
agent and agent-based systems using a time logic assertion language. This tool assesses the
behaviour of the agent and detects mistakes associated with the compliance of the agent,
agent communication errors, user requirements associated errors as well as web applica-
tion safety. Di Lucca et al. [27] carried out a study of the functional and non-functional
requirements of various web applications. The research emphasizes that functionality relies
on some key elements such as test levels, test techniques, test cases, test models as well



Processes 2022, 10, 838

40f17

as test processes for the web application. More complicated functions of the distributed
test elements are coordination and communication. Azzouzi et al. [28] concentrated on
the time requirements for the exchange of information between different elements of the
test applications in the distributed setting. They presented a new design to prevent the
problem of tester synchronization. The objective of their project was to present improved
coordination across multiple tests and to be able to make the detection of defects in a more
controllable and observable manner.

Sher [29] analysed project management (PM) issues in global application products as
well as offered solutions to these problems. A comprehensive literature review was used
to examine these concerns. Cultural discrepancies, a lack of cooperation and consultation,
distinct time zones, language difficulties, different organizational styles and processes, as
well as knowledge management among remote workers, were the key challenges they
discovered. The author aimed to create a project management framework for global
application development. Hsaini et al. [30] proposed a novel algorithm for generating
local timed test patterns that specify the test’s activity at every port. With this method, the
authors believed the number of texts sent between testers would decrease. Furthermore,
the authors demonstrated their strategy with a case study that employed a MapReduce
architecture with multiple worker modules. They also defined the temporal characteristics
of such systems in their specifications. They then used their algorithm to generate the
associated timed local test sequences. They also demonstrated how to use their strategy in
the context of MapReduce testing to distinguish faulty employees and make arrangements
for their tasks to be moved to a better and healthier employee. Another author, Shakya
and Smys [31], presented automatic testing to minimize the complications associated with
manual testing. However, it was also an application that required variables in order to test
the particular products. Automatic testing can be used to attain maximum product tuning.
Their research study offered an optimized automated system software testing prototype
as a hybrid model using evolutionary algorithms and ant colony efficiency to enhance
software testing performance and completeness. Conventional designs such as artificial
neural networks as well as particle swarm efficiency were also compared to their proposed
approach to verify the consistency.

Among all aspects of the modern age, the internet has now become a crucial ele-
ment. For daily life, several nations are becoming increasingly reliant on the internet.
The growing internet demand has further increased the potential of harmful threats. In
the digital world, cybersecurity is the most crucial aspect in combating all cyber dangers,
breaches, and fraud due to the hazards of increasing cybersecurity. The growing cyberspace
is greatly susceptible to the growing likelihood of endless cyber threats. Many machine
learning algorithms are available for detecting cybersecurity risks to the very bottom of
all advancements. Several authors have published their works in the area of distributed
software testing but none of them have performed the MCDM-based approach to evaluate
the various challenges of distributed software testing. In the current COVID-19 pandemic
situation, there is a huge need to evaluate the different challenges of distributed software
testing for efficient and timely software development. In this paper, we used the Fuzzy
TOPSIS-based multiple-criteria decision-making approach to evaluate distributed software
testing challenges for making a trustworthy process for testing in a distributed software
development setting. The main goal of this research work is to assist the software develop-
ment team to understand the different challenges of distributed software testing so that they
can develop a trustworthy process or produce an efficient testing solution for distributed
software testing amid the COVID-19 pandemic and to meet its users’ requirements.

The rest of this study is organized as follows: Section 2 discusses several software
testing challenges amid the COVID-19 pandemic. Section 3 presents the evaluation of
distributed software testing challenges using the Fuzzy TOPSIS method. Section 4 discusses
the findings of the empirical investigation in this research study. Finally, the discussion and
conclusions are reported in Section 5.
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2. Software Testing Challenges amid COVID-19 Pandemic

For most programmers, building software remotely may become difficult. With the
chaos and confusion that characterizes every home, it is hard to create a productive work
setting [18]. Numerous obstacles will reduce the team’s efficiency, lowering the quality of
the finished product and increasing production costs. Understanding the complexities of
remote project management may help you overcome them quickly and effectively, ensuring
that your application is fully operational.

2.1. Lack of Resources

Most IT businesses do not provide their employees with the systems and processes nec-
essary to work from home, considering the remote complexity of developing software. Even
in the midst of the coronavirus pandemic, those that do, have an excellent, remote team
operating on software development. Many home-based software developers, designers,
and testers, on the other hand, lack the tools necessary for rapid and efficient production.
While having a personal computer at home is no longer uncommon for a remote software
engineer, other systems and techniques ensure that the final product is completely safe.
Hardware or software configurations, online tools, or establishing the whole framework
for the software required or for testing are examples of these. As a result, one of the most
important obstacles to remote app creation is the lack of a clear infrastructure.

2.2. Poor Communication

The absence of decent contact is one of the most important barriers to working re-
motely. When operating on a project externally, most application developers lack a strategic
communication mechanism. Face-to-face contact also lacks the competence and commit-
ment of digital communications. When working remotely, disruptions are normal, which
can lead to communication breakdown or a lack of comprehension of a project’s technical
specifications and key performance indicators.

Ineffective management from the team leader or project coordinator may lead to
a loss of influence, a lack of professional morale, and failure to meet the goals. Over-
communication, on the other hand, may be detrimental to the team’s morale because
it is interpreted as a sign of mistrust. Project leaders also seem to contact their diverse
workforce every two hours to get a report. This reveals a lack of confidence, accountability,
and collaboration in the process. The software development team members can lose
concentration and enthusiasm if they have too many meetings during the day. As a
result, having a strong communication strategy in place becomes critical, especially when
managing software development projects remotely.

2.3. No Transparency in the Process

There is uncertainty among these team members due to a lack of transparency. They
have no idea what is anticipated of them, why it is anticipated of them, or when it is
anticipated of them. Workforce frustration can result from this. Since the entire process
prevents the clarification of priorities, tasks, and obligations, one group member frequently
tends to be overloaded with tasks compared with others. When performing tasks from
home, the group’s members can have trust challenges because they appear to miss deadlines
or feel depressed. Trust takes time to develop, particularly when team members work from
home. Efficient communication, teamwork, and inspiration can all aid in this situation.

2.4. Lack of Control

Weak management in remote application development is unsurprising, particularly
when COVID-19 is spreading across the world and businesses are being shut down on
a regular basis. Moreover, bringing the whole team onto the same network and at the
same time can be difficult. When someone operates electronically, it is hard to keep track
of anything.
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2.5. Data Insecurity

When a team works remotely, they are likely to share ideas, inventions, and data
among others in the same way as if they worked in the workplace. The distinction here
is a deficiency of network protection and a failure to meet the company’s data security
requirements [9,10]. The team leaders and team participants should share and receive
information in a professional way that does not damage the firm’s or the customer’s
end result.

2.6. Delay in Project Delivery

As already said, among the most important flaws of operating remotely is a lack
of motivation. At home, the workplace atmosphere is more relaxed, and disruption is
common. It is challenging for software developers to stay focused and finish projects on
schedule in this setting.

2.7. Wrong Mindset

The focus of the software testing team is frequently centred on determining the
functional requirements of the software system rather than identifying problems in it.
This prevents the team from discovering faults in the program. It is the project leader’s
responsibility to instil the idea that testing is performed to uncover flaws in the software
system or programme under diverse scenarios, not to certify that it functions.

2.8. Incomplete Testing

Many businesses today generally favour verbal communication for basic or even
complicated modifications in a software product’s development. They do not keep the nec-
essary documents, which includes the software’s functional and non-functional objectives.
This results in an absence of requirement collection for software testers because verbal
communication could skip certain important project details.

2.9. Unstable Environment

The requirements definition may vary at times during the quick process of software
development and deployment. Furthermore, developers modify the testing environment
to address the detected faults or to add new capabilities to be tested. Additionally, when
several testers are participating in the testing phase of a specific product, keeping track of all
the modifications made by different members becomes difficult. If quality assurance teams
are not kept up to date on all of these modifications, the software lifecycle will be disrupted.
Ultimately, testing an application with inadequate information becomes challenging.

2.10. Inadequate Schedule

Testing is a time-consuming process. It has always been that way since the purpose
of the test is to expose the system’s flaws or deficiencies under diverse settings, not to
demonstrate that it performs. Testing and development must work in conjunction. This
ensures that any deficiencies or problems in a certain system’s capability are brought to
the attention of the development team and resolved as soon as possible. Unfortunately,
most often, project leaders continue to postpone testing in the software development
process. This provides much less time for complete testing, resulting in an unsatisfactory
process timeline.

Thus, these are all the popular limitations in remote software development that one
can overcome with the right approach. The following section will go through the best
practises for remote software creation in order to effectively solve these issues.

3. Evaluation of Distributed Software Testing Challenges

Today’s many advancements in technology have become quite familiar with a fast-
growing digital technology. One of these modern technologies is termed the decision
support system. It is built and applied so that decision makers can make variable and chal-
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lenging decisions at planning, operational, and management levels. We have to evaluate
the different challenges that are faced with the help of a decision support system in order
to make a trustworthy process for distributed software testing.

3.1. Hierarchy for the Prioritization

Because of the demand to get a high-quality software product to market, the software
must go through numerous rounds of testing to guarantee that any flaws are found and
corrected as soon as possible. However, building test cases and conducting manual or
software testing is not as effective as expected; testers frequently face numerous problems
throughout the testing lifecycle, making the process quite stressful. Figure 2 shows the
hierarchy for the prioritization of different testing challenges discussed earlier.

Test Planning (T11) ] Lack of Resources (A1)
Test Execution (T12) Poor Communication {A2)
Activity (T1) Result Verification (T13) No Transparency (A3)
Coverage Analysis (T14) Lack of Control (A4)
Report Generation (T15) Data Insecurity (A5)
Software Testing Issues
Structure Based (T21) Project Delay (A6)
Fault Based (T22) Wrong Mindset (A7)
Method (T2) Error Based (T23) Incomplete Testing (A8)
Program Based (T24) Unstable Environment (AS)
Specification Based (T25) Inadequate Schedule (A10)

Figure 2. Hierarchy of the prioritization issue.

3.2. Fuzzy TOPSIS Method

Yoon and Hwang [32] presented the Technique for Order Preference by Similarity
to Ideal Solution (TOPSIS) approach. Its primary principle is that the selected option
should be the closest to the ideal solution while being the furthest away from the negative
perfect solution [19]. This paper includes the TOPSIS approach. A positive ideal solution
maximizes the benefit standards or qualities while decreasing the cost criteria or features,
while a negative ideal solution decreases the benefit standards or features while increasing
the cost criteria or qualities. Figure 3 shows the flow chart of the Fuzzy TOPSIS approach.

Several authors have used the Fuzzy TOPSIS method in their research study.
Khan et al. [33] adapted the TOPSIS approach to a fuzzy setting replacing numeric lan-
guage scales for scoring and weighing with triangular fuzzy numbers. Following this,
several methods offered modifications to the Fuzzy TOPSIS technique. Ansari et al.’s [34]
Fuzzy TOPSIS approach was used in the decision-making process in this work. This strat-
egy is ideal for dealing with group decision-making problems in a fuzzy setting. The
significance weights of multiple factors, as well as the evaluations of quantifiable criteria
are treated as linguistic terms in this approach [22-24].
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Create a decision matrix

I

Create the normalized decision
matrix

I

Create the weighted normalized
decision matrix

I

Determine the fuzzy positive ideal
solution (FPIS, A*) and the fuzzy
negative ideal solution (FNIS, A)

I

Calculate the distance between each
alternative and the fuzzy positive ideal
solution A* and the distance between
each alternative and the fuzzy
negative ideal solution A~

I

Calculate the closeness coefficient and
rank the alternatives

Figure 3. Flow chart of Fuzzy TOPSIS approach.

We gathered multi-criteria expert opinions from various software organisations and
academic institutions for this study. Based on defined parameters, we performed be-
havioural tests to assess the effect of multiple software testing challenges. To this goal, it is
necessary to identify and characterise the problematic behaviour of significant groups of
integration variables. Experts and academics in the field of software testing face a daunting
task in mathematically measuring the consequences of various testing concerns. Therefore,
we used Fuzzy TOPSIS, a well-developed and well-established decision-making approach,
to achieve the goal of our research study. This method works well for comparing the
information and overall level of various software testing challenges during the COVID-19
pandemic. To provide a more thorough result, we accumulated the opinions of 75 experts
from different tech businesses and educational institutions. The information acquired
from these experts was used to produce our investigation’s findings. Activity and Method
indicated as T1, T2 respectively indicate the different criteria for the evaluation process
throughout the implementation phase. The quantitative findings of the current investiga-
tion are presented in Tables 1-4. Table 4 and Figure 4 show the Closeness Coefficients to
the aspired level among the various alternatives.

The satisfaction degrees (CCi) of different alternatives are estimated as 0.933200,
0.852100, 0.811500, 0.963800, 0.979600, 0.721800, 0.885700, 0.936700, 0.944600, and 0.956800
for A1, A2, A3, A4, A5, A6, A7, A8, A9 and A10, respectively. As per the findings shown in
Figure 4, the fifth alternative, Data insecurity, (A5) is the most challenging among several
other software testing challenges. The current remote work environment introduces cyber
security risks due to authorized users’ distant access to vital IT infrastructure, the usage of
collaboration platforms for software development team interactions, the accessibility of
company data on remote devices, the lack of physical monitoring of vital IT equipment,
and many more reasons.
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Table 1. Subjective comprehension tests of linguistic evaluators.
Characteristics/Alternatives Al A2 A3 A4 A5 A6 A7 A8 A9 A10
2.450000, 1.450000, 0.820000, 0.910000, 2.450000, 2.450000, 1.450000, 0.820000, 0.910000, 2.450000,
T11 4.270000, 3.070000, 2.270000, 2.450000, 4.270000, 4.270000, 3.070000, 2.270000, 2.450000, 4.270000,
6.270000 4.910000 4.270000 4.450000 6.270000 6.270000 4.910000 4.270000 4.450000 6.270000
2.090000, 2.820000, 1.910000, 2.820000, 1.910000, 2.090000, 2.820000, 1.910000, 2.820000, 1.910000,
T12 3.730000, 4.640000, 3.730000, 4.640000, 3.730000, 3.730000, 4.640000, 3.730000, 4.640000, 3.730000,
5.730000 6.640000 5.730000 6.640000 5.730000 5.730000 6.640000 5.730000 6.640000 5.730000
3.000000, 3.000000, 2.180000, 1.820000, 1.640000, 3.000000, 3.000000, 2.180000, 1.820000, 1.640000,
T13 4.820000, 5.000000, 4.090000, 3.730000, 3.550000, 4.820000, 5.000000, 4.090000, 3.730000, 3.550000,
6.820000 7.140000 6.140000 5.730000 5.550000 6.820000 7.140000 6.140000 5.730000 5.550000
5.120000, 3.150000, 2.820000, 1.550000, 1.450000, 5.120000, 3.150000, 2.820000, 1.550000, 1.450000,
T14 7.140000, 5.150000, 4.640000, 3.180000, 3.180000, 7.140000, 5.150000, 4.640000, 3.180000, 3.180000,
8.720000 6.910000 6.640000 5.180000 5.180000 8.720000 6.910000 6.640000 5.180000 5.180000
4.280000, 2.450000, 2.910000, 1.450000, 1.180000, 4.280000, 2.450000, 2.910000, 1.450000, 1.180000,
T15 6.370000, 4.450000, 4.640000, 3.000000, 2.820000, 6.370000, 4.450000, 4.640000, 3.000000, 2.820000,
8.370000 6.450000 6.550000 4.910000 4.820000 8.370000 6.450000 6.550000 4.910000 4.820000
4.270000, 2.820000, 3.180000, 1.450000, 0.820000, 4.270000, 2.820000, 3.180000, 1.450000, 0.820000,
T21 6.270000, 4.820000, 5.180000, 3.070000, 2.270000, 6.270000, 4.820000, 5.180000, 3.070000, 2.270000,
8.140000 6.820000 7.100000 4.910000 4.270000 8.140000 6.820000 7.100000 4.910000 4.270000
5.360000, 3.730000, 2.450000, 0.910000, 2.450000, 5.360000, 3.730000, 2.450000, 0.910000, 2.450000,
T22 7.360000, 5.730000, 4.450000, 2.450000, 4.270000, 7.360000, 5.730000, 4.450000, 2.450000, 4.270000,
9.120000 7.550000 6.450000 4.450000 6.270000 9.120000 7.550000 6.450000 4.450000 6.270000
2.820000, 1.910000, 1.180000, 4.280000, 1.450000, 4.640000, 3.000000, 2.180000, 2.820000, 1.910000,
T23 4.640000, 3.730000, 2.820000, 6.370000, 3.070000, 6.640000, 5.000000, 4.090000, 4.640000, 3.730000,
6.640000 5.730000 4.820000 8.370000 4.910000 8.550000 7.140000 6.140000 6.640000 5.730000
3.000000, 2.180000, 0.820000, 4.270000, 2.820000, 3.120000, 2.450000, 3.550000, 1.820000, 1.640000,
T24 5.000000, 4.090000, 2.270000, 6.270000, 4.640000, 5.000000, 4.450000, 5.550000, 3.730000, 3.550000,
7.140000 6.140000 4.270000 8.140000 6.640000 7.140000 6.450000 7.450000 5.730000 5.550000
3.550000, 1.820000, 2.450000, 5.360000, 3.000000, 5.360000, 2.640000, 2.900000, 2.820000, 2.550000,
T25 5.550000, 3.730000, 4.270000, 7.360000, 5.000000, 7.360000, 4.640000, 4.800000, 4.640000, 4.450000,
7.450000 5.730000 6.270000 9.120000 7.140000 9.090000 6.640000 6.700000 6.640000 6.450000
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Table 2. Normalized fuzzy-decision matrix.

Characteristics/Alternatives Al A2 A3 A4 A5 A6 A7 A8 A9 A10
0.560000, 0.410000, 0.370000, 0.230000, 0.220000, 0.300000, 0.178100, 0.118600, 0.210000, 0.120000,
T11 0.780000, 0.680000, 0.620000, 0.470000, 0.490000, 0.530000, 0.377100, 0.328500, 0.460000, 0.350000,
0.950000 0.910000 0.890000 0.780000 0.800000 0.790000 0.603100 0.617900 0.730000 0.660000
0.460000, 0.320000, 0.390000, 0.210000, 0.180000, 0.260000, 0.346400, 0.276400, 0.130000, 0.370000,
T12 0.690000, 0.580000, 0.620000, 0.450000, 0.430000, 0.470000, 0.570000, 0.539700, 0.360000, 0.660000,
0.910000 0.850000 0.870000 0.730000 0.740000 0.720000 0.815700 0.829200 0.670000 0.970000
0.460000, 0.370000, 0.420000, 0.210000, 0.120000, 0.370000, 0.368500, 0.315400, 0.420000, 0.290000,
T13 0.680000, 0.630000, 0.690000, 0.460000, 0.350000, 0.600000, 0.614200, 0.591800, 0.690000, 0.570000,
0.890000 0.900000 0.950000 0.730000 0.660000 0.860000 0.877100 0.888500 1.000000 0.880000
0.580000, 0.490000, 0.320000, 0.130000, 0.370000, 0.490000, 0.436100, 0.263300, 0.270000, 0.250000,
T14 0.800000, 0.750000, 0.590000, 0.360000, 0.660000, 0.740000, 0.681800, 0.539700, 0.560000, 0.550000,
1.000000 1.000000 0.860000 0.670000 0.970000 0.980000 0.927500 0.829200 0.860000 0.860000
0.500000, 0.390000, 0.290000, 0.420000, 0.290000, 0.320000, 0.356200, 0.408100, 0.420000, 0.390000,
T15 0.720000, 0.660000, 0.540000, 0.690000, 0.570000, 0.560000, 0.589600, 0.671400, 0.690000, 0.700000,
0.930000 0.940000 0.820000 1.000000 0.880000 0.810000 0.823000 0.960900 1.000000 1.000000
0.340000, 0.320000, 0.470000, 0.270000, 0.250000, 0.490000, 0.346400, 0.369000, 0.469200, 0.158900,
T21 0.540000, 0.580000, 0.740000, 0.560000, 0.550000, 0.740000, 0.570000, 0.643900, 0.698400, 0.337700,
0.780000 0.850000 1.000000 0.860000 0.860000 1.000000 0.815700 0.933400 0.917700 0.538300
0.580000, 0.340000, 0.380000, 0.420000, 0.390000, 0.400000, 0.574500, 0.408100, 0.468200, 0.394900,
T22 0.800000, 0.610000, 0.640000, 0.690000, 0.700000, 0.650000, 0.770200, 0.697500, 0.687500, 0.649800,
0.990000 0.870000 0.890000 1.000000 1.000000 0.890000 1.000000 0.986900 0.892500 0.929900
0.309000, 0.209400, 0.129300, 0.469200, 0.158900, 0.089900, 0.356200, 0.455800, 0.587700, 0.420100,
T23 0.508000, 0.408990, 0.309200, 0.698400, 0.337700, 0.248900, 0.589600, 0.745200, 0.807000, 0.700200,
0.728000 0.628200 0.528500 0.917700 0.538300 0.468200 0.823000 1.000000 1.000000 1.000000
0.328900, 0.252900, 0.110000. 0.468200, 0.394900, 0.241400, 0.346400, 0.354500, 0.460000, 0.320000,
T24 0.548200, 0.494000, 0.304600, 0.687500, 0.649800, 0.471500, 0.570000, 0.643900, 0.690000, 0.580000,
0.782800 0.813200 0.573100 0.892500 0.929900 0.724300 0.815700 0.933400 0.910000 0.850000
0.389200, 0.241000, 0.328800, 0.587700, 0.420100, 0.275600, 0.524500, 0.408100, 0.460000, 0.370000,
T25 0.608500, 0.494000, 0.573100, 0.807000, 0.700200, 0.517000, 0.770200, 0.697500, 0.680000, 0.630000,

0.816800 0.758900 0.841600 1.000000 1.000000 0.776200 1.000000 0.986900 0.890000 0.900000
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Table 3. Weighted normalized fuzzy-decision matrix.

Characteristics/Alternatives Al A2 A3 A4 A5 A6 A7 A8 A9 A10
0.001310 0.000960 0.000870 0.000540 0.000520 0.000700 0.000420 0.000280 0.000500 0.001500
T11 0.002060 0.001800 0.001640 0.001240 0.001290 0.001400 0.001000 0.000870 0.001900 0.003600
0.004790 0.004590 0.004490 0.003940 0.004040 0.003990 0.003040 0.003120 0.006300 0.009100
0.000300 0.000200 0.000300 0.000200 0.000100 0.000200 0.000300 0.000200 0.111900 0.077300
T12 0.000600 0.000500 0.000600 0.000400 0.000400 0.000400 0.000500 0.000500 0.200200 0.165400
0.001700 0.001600 0.001600 0.001400 0.001400 0.001300 0.001500 0.001500 0.347400 0.305700
0.010000 0.008000 0.009100 0.004600 0.002600 0.008000 0.008000 0.006800 0.003700 0.003400
T13 0.018800 0.017400 0.019100 0.012700 0.009700 0.016600 0.017000 0.016400 0.008300 0.008100
0.036800 0.037200 0.039200 0.030200 0.027300 0.035500 0.036200 0.036700 0.013100 0.013100
0.002300 0.002000 0.001300 0.000500 0.001500 0.002000 0.001800 0.001100 0.053100 0.049300
T14 0.004300 0.004000 0.003200 0.001900 0.003600 0.004000 0.003700 0.002900 0.105800 0.107300
0.009400 0.009400 0.008100 0.006300 0.009100 0.009200 0.008700 0.007800 0.193900 0.193900
0.133200 0.103900 0.077300 0.111900 0.077300 0.085200 0.094900 0.108700 0.007800 0.002700
T15 0.209000 0.191500 0.156700 0.200200 0.165400 0.162500 0.171100 0.194800 0.015600 0.007500
0.323100 0.326600 0.284900 0.347400 0.305700 0.281400 0.285900 0.333800 0.026100 0.015300
0.004600 0.004300 0.006400 0.003700 0.003400 0.006600 0.004700 0.005000 0.044500 0.037500
T21 0.008000 0.008600 0.010900 0.008300 0.008100 0.010900 0.008400 0.009500 0.082800 0.078300
0.011900 0.013000 0.015200 0.013100 0.013100 0.015200 0.012400 0.014200 0.148200 0.154400
0.073400 0.043000 0.048100 0.053100 0.049300 0.050600 0.072700 0.051600 0.177700 0.127000
T22 0.122600 0.093500 0.098100 0.105800 0.107300 0.099600 0.118100 0.106900 0.279500 0.242500
0.192000 0.168700 0.172600 0.193900 0.193900 0.172600 0.193900 0.191400 0.369400 0.369400
0.005200 0.003500 0.002200 0.007800 0.002700 0.001500 0.005900 0.007600 0.000300 0.000200
T23 0.011300 0.009100 0.006900 0.015600 0.007500 0.005600 0.013200 0.016600 0.000600 0.000500
0.020700 0.017900 0.015000 0.026100 0.015300 0.013300 0.023400 0.028500 0.001700 0.001600
0.031200 0.024000 0.010400 0.044500 0.037500 0.022900 0.032900 0.033700 0.010000 0.008000
T24 0.066100 0.059500 0.036700 0.082800 0.078300 0.056800 0.068700 0.077600 0.018800 0.017400
0.130000 0.135000 0.095200 0.148200 0.154400 0.120300 0.135400 0.155000 0.036800 0.037200
0.117700, 0.072900 0.099400 0.177700 0.127000 0.083300 0.158600 0.123400 0.002300 0.002000
T25 0.210700, 0.171100 0.198500 0.279500 0.242500 0.179000 0.266700 0.241500 0.004300 0.004000
0.301700 0.280300 0.310900 0.369400 0.369400 0.286700 0.369400 0.364500 0.009400 0.009400
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Table 4. Closeness coefficients to the aspired level among the various alternatives.

Alternatives (HS) di+ di— Gap Degree of CCi+ Satisfaction Degree
Al 0.838400  0.060000 0.066700 0.933200
A2 0.806700  0.140000 0.147800 0.852100
A3 0.775100  0.180000 0.188400 0.811500
A4 0.916900  0.040000 0.041000 0.963800
A5 0.921300  0.030000 0.031500 0.979600
A6 0.700400  0.240000 0.255200 0.721800
A7 0.860300  0.110000 0.113300 0.885700
A8 0.901300  0.070000 0.072000 0.936700
A9 0.912200  0.050000 0.051900 0.944600
A10 0.915600  0.050000 0.051700 0.956800

1.2
1 -10.9332 0.9638 0.9796 0.9357 0.9446 0.9568
7

0.4

Satisfaction Degree
o
@

o
[\

Alternatives

Figure 4. Graphical representation of satisfaction degree to the aspired level among the
various alternatives.

3.3. Comparative Analysis

We also applied a variety of symmetrical methodologies to verify the effectiveness
of the study’s results in this investigation. In this work, we employed the Fuzzy TOPSIS
approach to prioritize the various software testing challenges. The data collecting and as-
sessment methodology for that dataset is similar to the classical TOPSIS procedure in Fuzzy
TOPSIS. As a result, the Fuzzy TOPSIS approach requires fuzzification and defuzzification.
As a result, data for Fuzzy TOPSIS are obtained in their initial statistical values and then
transformed into fuzzy values. Moreover, the comparative analysis confirms the findings
of the Fuzzy TOPSIS, thus enhancing the validity of the ranking among the ten alternatives.
Table 5 and Figure 5 describe the significant differences in the Fuzzy TOPSIS, Classical
TOPSIS, Delphi-TOPSIS, and Fuzzy-Delphi-TOPSIS findings.

Table 5. Comparative Results.

Approaches/Alternatives

Al A2 A3 A4 A5 A6 A7 A8 A9 Al10

Fuzzy TOPSIS
Classical TOPSIS
Delphi-TOPSIS
Fuzzy-Delphi-TOPSIS

0.933200  0.852100 0.811500  0.963800 0.979600  0.721800 0.885700  0.936700  0.944600  0.956800
0.938800  0.853000 0.807900  0.963500 0.978700  0.720900 0.881500  0.925800  0.951800  0.967900
0.933400 0.852110 0.807740 0.963490 0.978740 0.720810 0.881480 0.925770  0.951810  0.967890
0.932100  0.855000  0.809500  0.964500 0.979200 0.721400 0.885000  0.926100 0.945800  0.966100
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Figure 5. Graphical representation of comparative results.

3.4. Validation of the Results

Sensitivity analysis, as a strategy or instrument, plays an important role in justifying
a research study using the same data as well as approach. It is used to determine the
consequence or impact of a parameter on a parameter when the numbers of the parameter
are changed. This method aids researchers in correlating their findings [35]. The weights
derived by the fuzzy-based TOPSIS were treated as parameters. The weight of the attribute
value is shifted in each experiment, while the weights of some other characteristics stay
unchanged. At the top level of the hierarchical attribute tree, ten characteristics were
adopted for this research. As a consequence, ten experiments were conducted out, one for
each separately, and also the obtained values are shown in Table 6 and Figure 6.

Table 6 as well as Figure 6 shows the visual illustration of sensitivity experiment
results. In the very same table, the weight values of the characteristics are also depicted as
initial weights. From Expt.1 to Expt.10, ten experiments were conducted. The final outcome
of every experiment after estimating the satisfaction level is shown in Table 6. Furthermore,
the validation procedure is performed in objective manner with the assistance of [21-25].
Statistical analysis was performed on the results of the sensitivity assessment to ensure the
consequences. The validation procedure [26-29] used by the researchers in this study to
determine the numerical mean x. For every investigation, the mean x is estimated, as well
as x is the sample average, measured as the cumulative of all observed data divided by the
aggregate number described in Equation (1) as shows:

X = X; @

S| =
.M:

i=1

With the support of [30-33], the alternative Al receives the maximum importance in
in all experiments. Additionally, A4 got lowest values in three experiments Expt-2, Expt-4,
and in Expt-8 whereas A6 got lowest values in Expt-1, Expt-3, Exp-5, Exp-6, Exp-7, Exp-9
and Exp-10. The analysis of the results demonstrates that the alternative scores are sensitive
to the weights.
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Table 6. Variations in results.
Experiments Weights/Alternatives Al A2 A3 A4 A5 A6 A7 A8 A9 A10

Original Weights 0.933200 0.852100 0.811500 0.963800  0.979600  0.721800  0.885700  0.936700  0.944600 0.956800
Expt-1 S11 0.933524  0.852556  0.885644  0.968567 0.979647 0.721745 0.885777 0.936774  0.944471 0.956779
Expt-2 S12 0.933124  0.852745 0.811784 0963774 0.979789  0.721999  0.885777  0.936852  0.944854 0.956857
Expt-3 S21 0.933789  0.852654 0.811456 0.963789  0.979741 0.721857 0.885859  0.936965  0.944745 0.956745
Expt-4 S22 0.933745 0.852963 0.811951 0.963957 0.979852 0.721358 0.885854 0.936745 0.944859 0.956958
Expt-5 S23 0.933754 0.852748 0.811754 0963778 0.979785 0.721254 0.885745 0.936875  0.944425 0.956457
Expt-6 S31 0.963789 0979741 0.721857 0.963789  0.979741  0.721857  0.885859  0.936965  0.944745 0.956745
Expt-7 S32 0.963957 0979852  0.721358 0.963957 0.979852  0.721358 0.885854  0.936745  0.944859 0.956958
Expt-8 S33 0.963789  0.979741 0.721857 0.963789 0.979741 0.721857 0.885859  0.936965 0.944745 0.956745
Expt-9 S41 0.963957 0.979852 0.721358 0.963957 0.979852 0.721358 0.885854 0.936745  0.944859 0.956958
Expt-10 S42 0.933747  0.852745 0.811748 0963778 0.979748 0.721968  0.885885 0.936748  0.944778 0.956758

e Expt-1 Expt-2 Expt-3 Expt-4 ==@==Expt-5
=@ EXPL-6 e EXPt-7 e EXPE-§ e EXpU-O === Expt-10

Ab

Figure 6. Experiments of sensitivity analysis of ten alternatives.

4. Discussion

COVID-19’s risks are having a substantial influence on the technology sector, im-
pacting the supply of materials, interrupting the electrical goods supply chain, as well as
posing inflationary potential losses to product lines. More favourably, the interruption
has accelerated working from home and an accelerated focus on assessing and de-risking
the entire value chain [36-38]. Industries tightened their finances in response to the pan-
demic; however, as the emergency dragged on with no finish in sight, and realization
set in, they modified their business strategies and also broadened out into areas where
they had no expertise in the field. These transformations, combined with the need to find
new company objectives, have accelerated the interest in acquiring and implementing
QA as well as software testing global sourcing. The requirement to do so rapidly has
become a primary consideration, and the previous reluctance to invest money has been
conquered by the demand to preserve quality in the face of such unpredictability. With a
vested financial interest, leading software testing firms have intently gone along with this
transformation, quickly learning that the application of testing solutions is the key element
in the achievement of this global transformation [39,40].

As a record majority of software firms and organizations across the country conduct
business over the internet, software testing is vital to maintain accuracy, pace, and profit
growth. The pandemic expanded the limits of firms, making the effectiveness of software,
online platforms, as well as other technology, more essential than before. As even more
industries want to entrust their software testing as a consequence of COVID-19, they can
indeed be optimistic. According to the empirical investigation findings in this paper, data
insecurity is the most significant among many other software testing issues. The recent
remote work setting has incorporated cyber security consequences as a result of authorized
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users’ virtual access to critical IT architecture, the use of collaborative effort platforms for
project management relationships, the ease of access to company information on remote
systems, and the absence of physical surveillance of critical IT equipment, as well as many
other factors.

Software firms must ensure that their remote employees understand the security
procedures, as well as what represents a breach of security and what does not in order to
avert prospective data security tragedies. A data security strategy that includes a collection
of safety tips can be useful in this regard. Furthermore, organizations should recognize
employees who follow the strategy. Simultaneously, they must focus on ensuring that all
staff members are prepared for the impacts of a lack of compliance.

5. Conclusions

The COVID-19 disease outbreak has created panic around the world, causing deaths.
Business organizations have come to a halt as global downturns continue to prevail. Because
lockdowns as well as social separating have become more common around the world, many
businesses have resorted to working from home arrangements to keep businesses from
stopping. A major challenge for IT businesses, therefore, has been to clear the path for
remote software production. The significance of software testing cannot be underestimated.
Since it enhances performance and accuracy, software testing is an important aspect of
the software development process. The key advantage of testing is the detection and
subsequent elimination of mistakes. Testing, on the other hand, assists software developers
in comparing real and predicted outcomes in order to enhance efficiency. If software is
created without being tested, it can be ineffective or even harmful to consumers. As a result,
a tester must be responsible for maintaining the software’s stability and making it easy to
utilize in real-world scenarios. The Fuzzy TOPSIS method used in this paper is effective at
prioritizing the different identified software testing challenges in this pandemic situation.

This research has some limitations, which are important to declare in order to manage
the distributed software testing issues efficiently. One of the limitations is that this research
recognizes 10 issues of distributed software testing that were identified through a literature
review and there may be more or less in practice. In the case of more or fewer issues, the
study results could be even more beneficial. One more limitation is the specialists” points
of view, which may be individually biased, thus having an impact on the ultimate research
findings. The goal for the future is to incorporate this robust tactic on digital platforms. We
will anticipate other MCDM approaches for the assessment of multiple issues in distributed
software testing when we expand on this work. Moreover, we will also look at some
other weight estimation techniques that could be used with TOPSIS, such as the entropy
technique as well as least square techniques. Furthermore, different options as well as
criteria can be considered in future work.
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